这篇文章介绍图像的变换

**基于函数的变换**

如下，我们使用简单的方法进行变换，原理就是重新计算我们顶点xy的位置

<body style="margin: 0px;">

    <canvas id="canvas"></canvas>

    <!-- 顶点着色器 -->

    <script id="vertexShader" type="x-shader/x-vertex">

        // 导出属性

        attribute vec4 a\_Position;

        attribute float a\_PointSize;

        void main(){

            gl\_Position = a\_Position;

            gl\_PointSize = a\_PointSize;

        }

    </script>

    <!-- 片元着色器 -->

    <script id="fragmentShader" type="x-shader/x-fragment">

        // 导出颜色属性

        precision mediump float;

        uniform vec4 u\_FragColor;

        void main() {

            gl\_FragColor = u\_FragColor;

        }

    </script>

    <script>

        ...

        // 设置从缓存取数据

        function setVertexDatas(context, position) {

            // 生成数据缓存

            context.bindBuffer(context.ARRAY\_BUFFER, context.createBuffer());

            // 之前我们是手动给 position 赋值，示例：context.vertexAttrib2f(position, x, y);

            // 现在我们调用该方法，相对于告诉WebGL，画图时你从缓存中取2个值，调用 context.vertexAttrib2f(position, x, y) 取绘图

            // 2表示2个参数，context.FLOAT为参数类型，false  是否将顶点数据归一，0 相邻两个顶点间的字节数，0 从缓冲区的什么位置开始存储变量

            context.vertexAttribPointer(position, 2, context.FLOAT, false, 0, 0);

            // 开启顶点数据的批处理功能

            context.enableVertexAttribArray(position);

        }

        // 平移

        function pan(x, y) {

            return [x + 0.1, y + 0.1];

        }

        // 缩放

        function zoom(x, y) {

            return [x \* 0.9, y \* 0.9];

        }

        // 旋转

        function rotate(x, y) {

            // 旋转弧度

            let radian = 0.1;

            return [

                x\*Math.cos(radian) - y\*Math.sin(radian),

                y\*Math.cos(radian) + x\*Math.sin(radian),

            ];

        }

        ...

        // 获取着色器属性点

        const a\_Position = context.getAttribLocation(context.program, 'a\_Position');

        // 设置顶点从缓存取数据

        setVertexDatas(context, a\_Position);

        // 顶点数据

        let datas = [

            // x, y

            0.0, 0.1,

            -0.1, -0.1,

            0.1, -0.1

        ];

        // 把数据放到缓存中

        context.bufferData(context.ARRAY\_BUFFER, new Float32Array(datas), context.STATIC\_DRAW);

        // 绘制（绘制时顶点会从缓存中取出数据进行绘制）

        context.drawArrays(context.LINE\_LOOP, 0, 3);

        // 重新绘制图形

        setInterval(() => {

            console.log(datas);

            let [ax, ay, bx, by, cx, cy] = datas;

            // 旋转

            [ax, ay] = pan(ax, ay);

            [bx, by] = pan(bx, by);

            [cx, cy] = pan(cx, cy);

            // 缩放

            [ax, ay] = zoom(ax, ay);

            [bx, by] = zoom(bx, by);

            [cx, cy] = zoom(cx, cy);

            // 平移

            [ax, ay] = rotate(ax, ay);

            [bx, by] = rotate(bx, by);

            [cx, cy] = rotate(cx, cy);

            datas = [ax, ay, bx, by, cx, cy];

            context.bufferData(context.ARRAY\_BUFFER, new Float32Array(datas), context.STATIC\_DRAW)

            context.clear(context.COLOR\_BUFFER\_BIT);

            context.drawArrays(context.LINE\_LOOP, 0, 3);

        }, 1000)

    </script>

</body>

**基于矩阵的变换**

来看一下点旋转的公式

cosβ\*x-sinβ\*y=x1

sinβ\*x+cosβ\*y=y1

该公式可转换为矩阵表示
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现在我们使用矩阵去旋转图像

<body style="margin: 0px;">

    <canvas id="canvas"></canvas>

    <!-- 顶点着色器 -->

    <script id="vertexShader" type="x-shader/x-vertex">

        // 导出属性

        attribute vec4 a\_Position;

        // 导出矩阵

        uniform mat4 u\_Matrix;

        attribute float a\_PointSize;

        void main(){

            gl\_Position = u\_Matrix\*a\_Position;

            gl\_PointSize = a\_PointSize;

        }

    </script>

    <!-- 片元着色器 -->

    <script id="fragmentShader" type="x-shader/x-fragment">

        // 导出颜色属性

        precision mediump float;

        uniform vec4 u\_FragColor;

        void main() {

            gl\_FragColor = u\_FragColor;

        }

    </script>

    <script>

        ...

        // canvas画布

        const canvas = document.getElementById('canvas');

        canvas.width = document.body.clientWidth;

        canvas.height = document.body.clientHeight;

        // webgl上下文

        const context = canvas.getContext('webgl');

        // 初始化上下文

        init(context);

        // 指定将要用来清理绘图区的颜色

        context.clearColor(0.0, 0.0, 0.0, 1.0);

        // 清理绘图区

        context.clear(context.COLOR\_BUFFER\_BIT);

        // 获取着色器属性点

        const a\_Position = context.getAttribLocation(context.program, 'a\_Position');

        const a\_PointSize = context.getAttribLocation(context.program, 'a\_PointSize');

        const u\_FragColor = context.getUniformLocation(context.program, 'u\_FragColor');

        // 导出矩阵属性

        const u\_Matrix = context.getUniformLocation(context.program, 'u\_Matrix');

        // 设置顶点大小

        context.vertexAttrib1f(a\_PointSize, 0);

        // 设置绘图颜色

        context.uniform4f(u\_FragColor, 1, 1, 1, 1.0);

        // 设置顶点从缓存取数据

        setVertexDatas(context, a\_Position);

        // 顶点数据

        let datas = [

            // x, y

            0.0, 0.1,

            -0.1, -0.1,

            0.1, -0.1

        ];

        // 把顶点数据放到缓存中

        context.bufferData(context.ARRAY\_BUFFER, new Float32Array(datas), context.STATIC\_DRAW);

        // 旋转角度

        let angle = 0;

        // 旋转矩阵

        let matrix = [

            1.0, 0, 0, 0,

            0, 1.0, 0, 0,

            0, 0, 1.0, 0,

            0, 0, 0, 1.0

        ];

        // 重新绘制图形

        setInterval(() => {

            // 旋转角度

            angle = angle + 0.1;

            // 设置二维旋转矩阵

            const sin = Math.sin(angle);

            const cos = Math.cos(angle);

            // 为何这里的矩阵反转过来了？

            // 因为WebGL使用列主序的矩阵，所以这里我们需要转置一下矩阵

            matrix = [

                cos, sin, 0, 0,

                -sin, cos, 0, 0,

                0, 0, 1.0, 0,

                0, 0, 0, 1.0

            ]

            // 设置旋转的矩阵

            context.uniformMatrix4fv(u\_Matrix, false, matrix);

            context.clear(context.COLOR\_BUFFER\_BIT);

            context.drawArrays(context.LINE\_LOOP, 0, 3);

        }, 1000)

    </script>

</body>

- 顶点着色器代码分析

    <!-- 顶点着色器 -->

    <script id="vertexShader" type="x-shader/x-vertex">

        // 导出属性

        attribute vec4 a\_Position;

        // 导出矩阵

        uniform mat4 u\_Matrix;

        attribute float a\_PointSize;

        void main(){

            gl\_Position = u\_Matrix\*a\_Position;

            gl\_PointSize = a\_PointSize;

        }

    </script>

这里导出了矩阵属性

并且顶点的坐标等于矩阵\*原坐标（gl\_Position = u\_Matrix\*a\_Position;）

- 移动点的“矩阵”该怎么写

将点p(x,y) 的x移动x`，y移动y`，这个矩阵该怎么写呢？如下

![](data:image/png;base64,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)

注：记得把矩阵转置

- 缩放矩阵该怎么写？

如下我们将x，y缩放0.5

![](data:image/png;base64,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)

**基于Three.js的矩阵**

我们不一定要自己手动创建矩阵，如下我们通过threejs生成矩阵

- 引入js

<script src="http://www.yanhuangxueyuan.com/versions/threejsR92/build/three.js"></script>

- 修改代码

        // 旋转角度

        let angle = 0;

        // 旋转矩阵

        let matrix;

        // 重新绘制图形

        setInterval(() => {

            // 旋转角度

            angle = angle + 0.1;

            // 创建一个4维矩阵

            matrix = new THREE.Matrix4();

            // 将矩阵沿着z轴旋转angle弧度

            matrix.makeRotationZ(angle);

            // 设置旋转的矩阵

            context.uniformMatrix4fv(u\_Matrix, false, matrix.elements);

            context.clear(context.COLOR\_BUFFER\_BIT);

            context.drawArrays(context.LINE\_LOOP, 0, 3);

        }, 1000)

- 旋转、平移、缩放函数

// 旋转

matrix.makeRotationX(angle);

matrix.makeRotationY(angle);

matrix.makeRotationZ(angle);

// 移动

matrix.makeTranslation(x,y,z);

// 缩放

matrix.makeScale(x,y,x);

**复合变换**

我们将点p先旋转，再平移，该怎么实现呢？

旋转矩阵\*p=旋转后的p1

平移矩阵\*p1=平移后的p2

所以这个问题的解为 平移矩阵\*旋转矩阵\*p（注：不要把位置搞混了）

现在我们使用threejs实现先旋转后移动后的图形

        // 旋转角度

        let angle = 0;

        // 平移x

        let x = 0;

        // 旋转矩阵

        let mr;

        // 平移矩阵

        let mt;

        // 重新绘制图形

        setInterval(() => {

            // 旋转角度

            angle = angle + 0.1;

            x = x + 0.1;

            // 将矩阵沿着z轴旋转angle弧度

            mr = new THREE.Matrix4();

            mr.makeRotationZ(angle);

            // 将矩阵平移

            mt = new THREE.Matrix4();

            mt.makeTranslation(x, 0, 0);

            // 矩阵相乘，先旋转再平移

            const matrix = mt.multiply(mr);

            // 设置旋转的矩阵

            context.uniformMatrix4fv(u\_Matrix, false, matrix.elements);

            context.clear(context.COLOR\_BUFFER\_BIT);

            context.drawArrays(context.LINE\_LOOP, 0, 3);

        }, 1000);